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Abstract: In this paper, the issue of programming of the complex path of robot effector will 
be discussed. It should be noted that the most of accurate tracks with complex shape are 
implemented for operations like milling, deburring, applying seals, adhesives, etc. These tasks 
are usually performed on the plane. Programming of these operations usually requires a lot of 
effort  operator should indicate successive points that are necessary to define the path of 
movement. Using dedicated software, greatly simplifies this task, but its purchase is often 
associated with considerable costs and attachment to a particular platform. The solution, 

standards that simplify implementation of the method on a variety of hardware platforms. 
SVG files are also easy to process, because of its textual form that refers to the XML. 

1.  Introduction 

In addition to the transport and manipulative tasks, industrial robots are often used in the 
technological process to carry out such tasks as welding, deburring, applying adhesives and 
sealants, etc. [1,2]. A common feature that connects these operations is a large degree of 
complexity of the tool path and the fact that the individual operations are often carried out in 
the same plane. 

Due to the considerable complexity of the path, the robot is often programmed using CP 
(Continuous Path) trajectory planning, or  in the case of less complex path  PTP (Point-To-
Point) trajectory planning. Both methods require a fairly significant effort, amount of time and 
 in the case of planning CP  direct interaction with the robot. 

Some attempts are being made to simplify the procedure of programming of complex 
paths. This is particularly noticeable in the case of welding robots, due to the frequency of 
use. The literature [3-7] contains descriptions of special graphic interfaces or programming 
languages intended for rapid prototyping of a robot program. The manipulators  
are also equipped with special vision systems, which allow the  
real-time adjustment of program parameters, according to the environmental conditions.  
These solutions are often dedicated to a particular type of robot and the use of  
vision systems significantly increases the overall cost of implementation.



 
One of the ways to reduce the cost of deploying new software is to use the applications under 
a free license, or open standards. Large companies  where robotized production lines are a 
kind of standard  decide not to use such software or open standards, in fear of improper level 
of assistance. It seems to be the most important reason for using closed solutions, supplied by 
machine manufacturers. However there is a middle ground: the use of open standards that are 
supported by major software vendors. Such standards include, inter alia, the XML markup 
language and SVG graphics standard that is the derivative of the XML. 

The SVG was earlier used in the field of robotics as a part of the control interfaces [4-6], 
but is rarely used as a key part of the programming system [7-8]. 

This paper presents the concept of using SVG graphic to describe the path of tool mounted 
on the robot wrist. 

2.  The SVG standard 

 the name suggests a 
graphic standard, SVG is a programming language that operates on the graphics elements of 
the drawing. In addition to the typical description of attributes, it also allows to make the 
transformations (including translation, rotation and scale) or even animations, which in turn 
allows creating complex patterns that are based on the definitions of simple figures. Another 
quite important feature of the SVG standard is that the file, which stores image information, 
has the text form and drawing can be edited using an ordinary, plain text editor. 

The SVG standard uses vector representation of a drawing. It means that every geometric 
entity is treated as the object, not as a set of pixels. This makes the objects easy to manage, 
however can cause some problems during the transformation of drawing into a bitmap. 

The development of the SVG standard started in 1998, in order to unify web vector 
graphics standard. In that time, several competing formats have been developed and all of 
them were revised by W3C group (World Wide Web Consortium), which is an international 
community that develops standards used in the World Wide Web. The SVG is based on the 
XML language (Extensible Markup Language), so it inherits its text format and all other 
dependencies [9]. This property is a very important advantage, because the file can be 
embedded into other XML documents, databases, HTML etc. The SVG can handle three 
types of objects: vector graphics, raster graphics and text. 

The declaration of the SVG in the documents is similar to the declaration of the XML 
object (Fig. 1)  

 

 
 

Fig.1. The declaration of the SVG root object 
 

by some browsers in order to correctly handle SVG graphics. 



The SVG standard defines seven types of shapes: a rectangle, a circle, an ellipse, a line, a 

allows placing a text in the drawings. It differs from the other objects, because a text is 
defined as letters, words, and sentences  not as geometrical shapes. 

Every SVG object and its attributes use descriptive names, so in many simple cases there is 
no need to use graphics editor in order to create or edit a simple drawing. As a result the user 
could use any simple text editor to create or edit a document. In many cases this is enough to 
make minor corrections in a code. It is a major advantage, when we taking into consideration 

 

definition covers a wide variety of graphics shapes, and selection of the proper shape is done 

virtual pen within the borders of the canvas as well as define complicated shapes, like cubic 
or quadratic Bezier curves. It is done by placing a special, one letter commands in the 

- or lowercase. The uppercase 
refers to the global coordinate system, while lowercase initiates operation in relation to the 
current position of the pen. The 
object attributes, are: 

 M  moves the pen to the specific point, 
 L  draws a line, 
 A  draws an arc, 
 Q  creates the quadratic Bezier curve, 
 C  creates the cubic Bezier curve, 
 Z  closes the path. 

Other commands extend the previously listed ones. They relate to the special definitions of 
the objects, like cubic and quadratic Bezier curves or horizontal/vertical lines. They are as 
follows: 

 H  draws horizontal line, 
 V  draws vertical line, 
 S  draws smooth cubic Bezier curve, 
 T  draws smooth quadratic Bezier curve. 

considerable drawing capabilities and could replace almost all of remaining SVG graphics 
objects, like circle, polyline or rectangle. There is no objections to create the SVG file in a 
text editor, where the simple objects (like circle, rectangle etc.) could be described by editing 
the SVG code.  On the other hand, in case of complex paths, it is recommended to use an 

interpretation are shown in Figure 2. 
 



 
 

 

The SVG file i

The compressed file is still readable by most programs, but the direct editing (using text 
editor) is no longer possible without the prior decompression. 

The SVG files could also contain animated objects or hyperlinks, what makes them a very 
powerful tool among the World Wide Web standards. 

All of the mentioned properties of SVG make this standard very attractive in a manner of 
creating user interfaces or graphics presentation. In the next part of the paper, it will be shown 

 

3.  Conversion of the SVG objects  

The SVG standard, thanks to its versatility and wide processing capabilities, can be used to 

limitations, it can store information only about points on the plane. This is not a major 
disadvantage, because  as it was mentioned earlier  most of the tasks, which require high 
accuracy with a significant degree of path complexity, take place on a plane. The orientation 
of this plane (on which the task is realized), may require defining a new coordinate system, 

 

controller may cause some difficulties. The paths or object, like circle or rectangle, should be 
transformed to a set of discrete points, which will describe the following segments of the tool 
path [8]. The transformation could be done in two manners: 

 the vector graphics could be transformed to the bitmap, then the list of points, 
which contain every pixel that belongs to the SVG object, should be created, 

 every objects should be sampled into the set of the discrete points, and every curve 
should be converted into segments. 

The second case could be done more efficiently by using optimization. Some points on the 
straight segment of the path could be omitted, but on the curved sections the points must be 



arranged more densely in order to achieve adequate accuracy. The optimization can cause 
some problems during the movement of the effector, because speed changes may occur. In 
order to avoid this problem, sometimes it is better to find the optimal step that will be 
compromise between changes of velocity and accuracy. One of the possible solutions of the 
sampling problems is to export the drawing to a HPGL file. This format was created 
especially for plotters, enabling the possibility to control a pen or cutting tool on the XY 
plane. Export to the HPGL format can be performed from any application that supports SVG, 
by using the print command, selecting the correct driver and the option to write to a file. 
Some applications, like Dia, Inkscape and some graphics converters, allow direct export to the 
HPGL. The both ways of getting the coordinates from the SVG path are illustrated in Fig. 3. 

 
 

Fig.3. The rasterization (on the left) and sampling (on the right) of the SVG path 

Regardless of the method used for acquisition of coordinates, the preparation of data for 
the robot program proceeds in a similar manner (Fig. 4). The preceding stage of the creation 
of the core of program is to arrange the appropriate coordinates into groups, corresponding to 
the individual objects (paths) of the SVG graphics. If the SVG drawing was exported to the 
HPGL file, this operation is quite simple, because the exporting algorithm arranges the 
coordinates automatically. In the case of rasterization, the whole bitmap must be scanned in 
order to acquire the coordinates of the points. The arrangement of the coordinates according 
to the objects requires more effort and special algorithms (e.g. nearest-neighbor search). Also 

rload (due to the large number of 
coordinates) and excessively slow movement of the manipulator. It is therefore advisable to 
exclude some points from the set of pixels and optimize the resultant path.. 

4.  Conclusion 

The SVG is open standard and it is consistently evolving. This means that new features can 
be expected in the future releases of the SVG, together with growing support, documentation 
and software implementation. The use of SVG standard in robotics is very limited so far. Its 
main purpose is to create graphical user interfaces. The method presented in this paper changes 
the approach by introducing the ability to define manipulator path in graphical manner, using a 
flexible standard and widely available software tools. The advantages of using open standards 
are not only financial savings, but also the possibility of managing the code on different 
platforms, including the mobile devices, which are gaining more and more popularity today. 

 



 
 

Fig.4. m from the path designed in SVG 

The main disadvantage of the presented method is its 2D nature, which means the inability to 

particularly problematic, since the most of precise actions performed by the robot, takes place 
on the plane. 

Future work will focus on creation of a system, which will support the use of SVG graphics 
for planning of a manipulator path. 
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